Engineering Slidable Graphical User Interfaces with Slime

ARTHUR SLUÝTERS, Université catholique de Louvain, Belgium
JEAN VANDERDONCKT, Université catholique de Louvain, Belgium
RADU-DANIEL VATAVU, Ștefan cel Mare University of Suceava, Romania

Intra-platform plasticity regularly assumes that the display of a computing platform remains fixed and rigid during interactions with the platform in contrast to reconfigurable displays, which can change form depending on the context of use. In this paper, we present a model-based approach for designing and deploying graphical user interfaces that support intra-platform plasticity for reconfigurable displays. We instantiate the model for E3Screen, a new device that expands a conventional laptop with two slidable, rotatable, and foldable lateral displays, enabling slidable user interfaces. Based on a UML class diagram as a domain model and a SCRUD list as a task model, we define an abstract user interface as interaction units with a corresponding master-detail design pattern. We then map the abstract user interface to a concrete user interface by applying rules for the reconfiguration, concrete interaction, unit allocation, and widget selection and implement it in JavaScript. In a first experiment, we determine display configurations most preferred by users, which we organize in the form of a state-transition diagram. In a second experiment, we address reconfiguration rules and widget selection rules. A third experiment provides insights into the impact of the lateral displays on a visual search task.
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1 INTRODUCTION

The term “plasticity” expresses the capacity of biological tissues to undergo continuous deformations to adapt to external constraints in order to preserve function without rupture. In applied materials, plasticity refers to the capacity of a material to be subjected to deformations, such as pressure and extension, and stay in the deformed state when the external force stops. Applied to interactive systems, the plasticity is defined as “the ability of user interfaces to withstand variations of the context of use while preserving usability” [6, 7] and to preserve human values [8, 12].

The plasticity of UIs has been examined in a large body of works [7–9, 15, 16, 19, 30, 39, 43, 48, 55, 59] that addressed the problem of adapting user interfaces to contextual variations. The context...
of use [8, 14] is defined as the triple \( C = (U, P, E) \), where \( U \) denotes a model of the user and their tasks, \( P \) denotes a platform model, and \( E \) a model of the environment.

Among these three dimensions, the platform has received considerable attention [7, 32, 68], probably because its parameters, such as display size, display resolution, and display density largely affect the usability of an interactive system. Intra-platform plasticity addresses a specific platform, e.g., one display. Inter-platform plasticity covers interactive scenarios involving multiple platforms, e.g., from a desktop computer to a smartphone. Mixed-platform plasticity combines the former, e.g., MMS [7] has employed a constraint solver to produce mixed-platform plastic UIs (Fig. 1): when the display resolution is large enough, multiple features of a house energy monitoring system are displayed at once (left); when the resolution is reduced, separated windows are generated (center); and when mobile, system features are displayed sequentially (right).

Intra-platform plasticity has assumed that the platform, such as the screen, the display, or the monitor [24], remains fixed as opposed to reconfigurable displays [47] that can change forms. Consequently, there are no model-based approaches available to support intra-platform plasticity for reconfigurable displays [20, 56]. In this context, the contributions of this work are as follows:

- We revisit the state-of-the-art for platform user interface plasticity by addressing the intra-, inter-, and mixed-plasticity concepts (Section 2).
- We refine intra-platform plasticity for the case of reconfigurable displays by considering four properties of such displays: extensibility, extendability, expandability, and extractability. We illustrate these properties with E3SCREEN, a new prototype designed to enhance any flat screen, e.g., of a laptop, with two slidable, rotatable, and foldable lateral displays (Section 3).
- We introduce SLIME, a model-based approach for designing and deploying Graphical User Interfaces (GUIs) that supports the four properties, and we illustrate two interactive applications: (i) an on-line newspaper and (ii) a car rental application (Section 4).
- We conduct three experiments. In a first experiment, we determine user preferred configurations for E3SCREEN, which we organize in the form of a state-transition diagram for a configuration model (Section 5). In a second experiment, we determine reconfiguration and widget selection rules (Section 6). Finally, we conduct a third experiment to investigate the impact of E3SCREEN on a visual search task (Section 7).

We conclude with a discussion in Section 8 regarding the advantages and limitations of the process induced by SLIME and E3SCREEN, and propose directions for future work.
Intra-platform

<table>
<thead>
<tr>
<th>Plasticity type</th>
<th>Illustration</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>Elastic Windows</td>
<td>[31], Nokia applet [32], PlastiXML [13], FWL [68], Layout Hints [54], AAUI [27], OR-Constraints [29]</td>
<td></td>
</tr>
</tbody>
</table>

Mixed-platform

<table>
<thead>
<tr>
<th>Plasticity type</th>
<th>Illustration</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>MMS [7], COMETS [17], FlexClock [21]</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Inter-platform

<table>
<thead>
<tr>
<th>Plasticity type</th>
<th>Illustration</th>
<th>References</th>
</tr>
</thead>
<tbody>
<tr>
<td>Elastic Windows</td>
<td>[31], Nokia applet [32], PlastiXML [13], FWL [68], Layout Hints [54], AAUI [27], OR-Constraints [29]</td>
<td></td>
</tr>
</tbody>
</table>

2.1 Intra-platform Plasticity

“Elastic Windows” [31] fall in this category as windows are automatically resized depending on constraints imposed by the tasks carried by the user. According to the user role, e.g., organizer of meetings, windows resize to minimize overlapping and maximize visibility. The “Nokia Applet” [32], used to manage a set-top box, a media player, and a smart TV, resizes its window and expands and collapses a hierarchy of widgets according to resolution of the display and user’s task (Fig. 2). When the user employs the media player, the hierarchy of controls for this device is expanded, while other hierarchies are collapsed. Animated transitions [18] ensure a smooth continuation between the two states of the user interface. “PlastiXML” [13] defines the plasticity of a point, a set of \((x, y)\) coordinates where the GUI can change according to display size and resolution constraints. The designer specifies all the plasticity points in the editor and produces a Mealy machine as a model. The “Flexible Widget Layout” (FWL) [68] solves a local Constraint Satisfaction Problem (CSP) specified by constraints imposed on widgets, their types, location, and size.1 A Java engine restructures the contents of a Java window automatically according to these constraints.

1See http://takty.stxst.com/res/fwl/index.en.html
Instead of solving the layout problem analytically, Raneburger et al. [54] adopted a two-step heuristic approach in which GUI layout parameters are specified in a platform-independent manner via reusable transformation rules. Missing or platform-dependent parameters are determined automatically based on “Layout Hints” and scrolling preferences. This method has been used to (semi-)automatically generate a UI layout for a particular platform, but not for restructuring it at run-time. “Adaptive layout for Automotive UIs” (AAUI) [27] generates GUIs for in-vehicle interaction, for which screen constraints are known at design time and, thus, do not require runtime restructuring. “OR-Constraints” [29] are introduced to solve the constraint-based GUI layout by accommodating several variations of the aspect ratio with the ORCSolver adaptive GUI renderer.

2.2 Inter-platform Plasticity

The “Abstract Interface” [57] exploits the logical definition of the user data and the task to automatically select which UI components should be employed at run-time and to structure the GUI layout accordingly. “Attach Me/Detach Me” [23] enables users to detach parts of the GUI, e.g., a toolbar, from one platform and to move it to another. This scenario instantiates a Distributed User Interface (DUI) [42], which is at the heart of “DistriXML” [41], where moving a GUI from one platform to another renders it again. Although such a type of plasticity is achieved during run-time, the characteristics of the platform remain constant since their displays are fixed. Graceful degradation [19] and its counterpart, progressive enhancement [44], occur when the plastic GUI is moved from one platform, e.g., a desktop computer, to a smaller one such as a smartphone and, respectively, to a larger one, such as a wall display.

2.3 Mixed-platform Plasticity

MMS [62] (Fig. 1) supports mixed-platform plasticity by changing within a given platform and across platforms alike. The “Comets” (COntext sensitive Multi-target widgETS) [17] exploit a decision graph to select automatically a particular widget or component based on the data to display, the task, and the constraints of the target platform. Mixed-platform plasticity is expressed directly at the level of a “Comet” instead of the level of the interactive application.

Restructuring the UI layout can occur when different platforms are coupled to form a new ecosystem [3], which can be decoupled afterwards. The new interaction surface resulting from this process is created and managed by the system, but the windows contained in this space are not necessarily managed automatically. “FlexClock” [21] displays the date and time of the day depending on the length and height of the container window according to twenty-six different layouts computed at run-time. For example, the date can be displayed as a label or as part of the calendar.\(^2\) “FlexClock” supports intra-platform plasticity as it resizes its GUI depending on the window dimensions, and inter-platform plasticity since this the application runs on top of Qtk [22].

\(^2\)See https://www.youtube.com/watch?v=bCW9CjaDQAA
Sendin et al. [59] differentiate plasticity frameworks by whether they work at design-time (with respect to a predictive context of use) or run-time (with respect to an effective context of use), since not all the contexts of use can be predicted at design time. To support group awareness, Roda et al. [55] defined a dichotomic view of plasticity, where the plasticity framework is duplicated, once for predictive contexts of use and again for effective contexts of use.

All platforms considered in the prior work have a fixed form factor. None of the prior work, to the best of our knowledge, can support plasticity when the platforms have variable form factors, such as in the case of reconfigurable displays [20, 33, 47]. In their survey for characterizing the dimensions of the context of use, Roda et al. [55] observed that a number of 53 references (representing 11.45% of the surveyed pool) had considered the display or platform in plasticity (platform-plasticity), among which a number of 46 (9.44%) considered screen size, 8 references (1.73%) considered screen resolution, and 3 references (0.65%) other aspects of the display.

3 PROPERTIES OF RECONFIGURABLE DISPLAYS

To specify plasticity for reconfigurable displays, we rely on the following four specific properties [66] for displays that can change shape:

1. **Extensibility** refers to the quality property of a platform to increase its physical form factor by deformations of the material from which it was made. In our case, it refers to the GUI quality property to extend itself based only on intrinsic, embedded, or embarked features. For example, Fig. 2 demonstrates such a capability since all the variations are foreseen at design-time, i.e., predictive plasticity according to [59].

2. **Extendability** refers to as the quality property of a platform to increase its physical form factor through the addition of new components. For example, a new platform in a new environment can be connected to existing platforms from that environment [30]. In our case, the property refers to the GUI quality property to extend itself by adding new components not expected at design time, but are possible at run-time, i.e., effective plasticity according to [59]. For example, an attachable user interface [23] receives a new component at run-time that is “plastified” in a free placeholder.

3. **Expandability** refers to the quality property of a platform to increase its physical form factor through the reuse, restructuring, and reconfiguration of its internal modules and components. In our case, it refers to the GUI quality property to restructure itself based on the components included in it. For example, re-layouting [45] connects to this property.

4. **Extractability** refers to the quality property of a platform to allow removal of its components that can be used independently of the platform from which they originated. In our case, it refers to the GUI quality to remove some of its components. For instance, a detachable user interface [23] is able to cut some of its parts and remove them from the display.

To explore these properties for reconfigurable displays, we consider E3Screen [66], a prototype in the form of an overlay containing two identical display panels, acting as secondary and tertiary displays, respectively, that can be attached to the backside of any tablet, laptop, or PC screen representing the main or primary display. Each panel slides laterally and can be rotated up to 180°, enabling a complete rotation in either direction; see [66] for details and Fig. 3 for a photograph. Hence, contrarily to double-monitor [24] or triple-monitor [39] systems, E3Screen is reconfigurable and implements extendability (i.e., the overlay is added to the primary display), expandability (parts of the overlay can be reconfigured, e.g., slided, rotated, folded, to change the form factor of the multi-display system), and extractability (the display panels can be removed from the overlay and used independently) (Fig. 4). E3Screen enlarges the user’s visual field [5] and doubles and, respectively, triples the interaction surface to form an adjustable [34] and rotatable panoramic view.
Unlike a setup with three fixed screens and unlike a monitor stand with a table mount for three monitors, E3Screen combines a wide and flexible interaction surface with minimal cluttering.

4 THE SLIME MODEL-BASED APPROACH FOR SLIDABLE USER INTERFACES

4.1 Model-based Approach

Fig. 5 shows the SLIME model-based approach for intra-platform plasticity according to the following four levels of abstraction of the Cameleon Reference Framework (CRF) [8]:

- **Task & Concepts**: located at the Computing Independent Model (CIM) level [51], the domain model is represented as a UML V2.5 Class Diagram and stored as a XML file to facilitate parsing. The task model consists of a list of potential SCRUD operations (Search-Create-Read-Update-Delete [52]) that can be performed on the classes of the domain model (Fig. 6) [1]: create a new object, retrieve an existing object, update an existing object, delete an existing object, and search for a given object.

- **Abstract User Interface**: located at the Platform Independent Model (PIM) level, a configurator for the Abstract User Interface (AUI) applies recursively a master-detail design pattern [51] for the classes of the domain model connected via aggregation. This process results in a chain of relationships from the master class.
4.1.1 Initiating the Task & Concepts. Fig. 6, right, illustrates the simplified domain model with a sequence of classes, classes attributes and properties, and semantic relations between classes. The master-detail design pattern identifies the starting class and the detail class by following any relationship between the two classes. The design pattern is then applied recursively: relations are followed from a source class to a target class to create a sequence until relations are exhausted. Any relationship, other than “Is-Part-of” (aggregation or composition), is transformed into a directed composition to connect the classes in the sequence. Other relations are not supported in our case to keep the process simple. Each class comes with a predefined set of SCRUD methods with permissions stored in roles. For example, a class could be specified as viewable only (in which case only the Read method is permitted), editable (only the Update method is permitted), or inputtable (only the Create method is permitted).

4.1.2 Transformation to AUI. Fig. 6 depicts how the domain model is transformed into an abstract user interface. The sequence of classes determined in the previous step is mirrored into a sequence of abstract interaction units with the same names and attributes. The resulting AUI consists of a hierarchy of Abstract Interaction Units (AUs) following the W3C definition.\(^3\)

\(^3\)See https://www.w3.org/TR/abstract-ui/. 

---

**Concrete User Interface**: located at the Platform Specific Model (PSM) level, the abstract user interface is mapped onto a concrete user interface by exploiting three sets of rules—reconfiguration, allocation, and widgets selection—on two models—a platform model and a novel configuration model—detailed next.

**Final User Interface**: SLIME, a JavaScript environment that renders the concrete user interface at run-time via a device driver, Twitter Bootstrap, and Masonry.
4.1.3 Transformation to CUI. To transform the platform-independent AUIs into one or many CUIs, two models are exploited. A platform model consists of a static model (predictive [59]) specified at design time that captures the most important attributes of the platform affecting its rendering, such as the number of displays, their size, resolution, DPI, number of colors, etc. For example, the platform model of E3SCREEN specifies that the main display has a 15-inch screen diagonal and each panel has full-HD 1920×1080 pixel resolution. Second, a configuration model consists of a dynamic model (effective [59]) that is specified once at design-time and updated at run-time depending on the configuration of the displays. As opposed to the platform model, the configuration model evolves by exploiting the E3SCREEN configurations as follows:

1. The number of displays (one, two, or three) that are used simultaneously, following Truemper et al.’s [64] treatment of usability aspects for multiple monitor displays.
2. The number of available displays connects to the number of panels that are employed by a particular use case scenario (none, left, right, or both) [34, 49].
3. The orientation of the rotatable displays with respect to the primary display, from −180° to +180°, according to the discussions from [58, 63].

The AUI of the previous step is mapped onto a Concrete User Interface, made up of Concrete Interaction Units (CIUs) by using sets of rules contained in three modules:

1. Reconfiguration: CIUs are allocated to displays as specified in the platform model with the hierarchy root on the main display and sub-CIUs on additional displays. For instance, in case of an Update method, the list of objects of the class of interest is assigned to the main, central panel, while the editable CIU is assigned to a lateral display.
2. CIU Allocation: a graphical container is allocated to each abstract interaction unit as previously defined. The sequence of AIUs is mapped onto a hierarchy of graphical containers with the application window as the first source one, then the group boxes, etc.
3. Widget selection: a widget is selected for each class attribute depending on the role played by the SCRUD methods according to simple selection rules, e.g., [2, 53, 65]. For example, a Last name attribute will select an editable field for an Update method or a text for a Read method.
4.1.4 Rendering of the FUI. The Final User Interface (FUI) is rendered in Slime as a Javascript code based on three components (Fig. 5): a device driver, Twitter Bootstrap, and Masonry.

A custom device driver developed for E3SCREEN extends the resolution of the primary display on the two lateral displays and detects the parameters for the configuration model: the number of displays and their size and orientation.

Twitter Bootstrap\(^4\) is a CSS and JavaScript toolkit that includes a catalog of pre-defined layouts, structures, and shapes. GUIs are structured as hierarchies of UI elements, which are recursively decomposed into sub-components until leaf nodes. This can be achieved via several User Interface Description Languages \([38, 67]\). The various levels of the hierarchy can be mapped onto such pre-defined layouts to be embedded in the code. Thus, Twitter Bootstrap is an efficient tool to easily design the layout from scratch for various devices and resolutions, including the resolution of an expanded display. This toolkit allows us to build quickly “responsive design” \([40]\) that adapts automatically the design of the website according to the device or the resolution of the display. We can describe each layout based on media queries. A media query is a part of code dedicated to a specific media in the CSS code. Each media query runs in pair with a device (or resolution) so that the browser can use the appropriate part of the CSS. Each time a display is expanded, the CSS is used to adapt the layout via the correct media queries according to the current resolution.

jQuery Masonry\(^5\) is a jQuery plugin that arranges the elements of a website to fit the browser viewport as best as possible. To achieve this desiderate, jQuery Masonry assigns each element to the viewport grid to fill as most gaps as possible. The result is a more compact display of the layout. The jQuery Masonry mechanism enables rearranging the main structure of the layout depending on the display configuration. The developer needs to specify how the UI divides into several logical elements, after which Masonry can perform the reorganization automatically while users modify the resolution of the display or the browser viewport.

4.2 Application #1: The On-line Newspaper

The first application that we implemented with Slime was an on-line newspaper. Its domain model consists of a sequence of four classes (Fig. 7): a category of news is decomposed into subcategories, each subcategory holds a certain number of articles, and each article contains an ordered table of contents of three types: text, picture, and video. We used a catalog of 139 articles falling into several categories (“Top news”, “National news”, “International news”, “Unusual news”), which

\(^4\)See https://getbootstrap.com/2.0.2/
\(^5\)See https://masonry.desandro.com/
were decomposed in subcategories. The original on-line newspaper displayed a fixed menu of categories on the left side of the screen and the current article on the right side in one large column. The subcategories could be expanded or collapsed according to display configurations (Fig. 8). This original design did not provide a genuine “Overview+Contents” approach. Therefore, we restructured the UI in terms of categories and subcategories, article sections, and level of detail for each sub-section. All these levels could thus be manipulated into rectangular regions (Fig. 9).

The steps of an expansion to the right (Fig. 10) are as follows:

1. The primary screen is in its normal position.
2. The user expands a lateral screen to the right.
3. The UI detects the expansion event and triggers a restructuring mechanism by passing as parameters the coordinates of the window following the expanding surface.
4. The initial coordinates of the window \(\{(x_1, y_1), (x_2, y_2)\}\) are expanded to the target window \(\{(x_1, y_1), (x_3, y_3)\}\), where \(y_3 = y_2\) in the case of a full screen window that is expanded.
5. The restructuring mechanism renders the new configuration of the slidable UI.
6. When the user stops the expansion, the mechanism stops.
4.3 Application #2: The Car Rental Web Site

Our second application was a car rental on-line application that was previously implemented in one small page with tab navigation: the first tab contains information about the user, the second about the user address, the third about the user’s preferences about cars, and the last tab enables posting comments and submitting the rental form. This wizard-like UI design does not permit adaption of the content according to the characteristics of the display. We thus decided to restructure the content into seven sections: personal information, address, car information, booking duration, additional equipment selection and options, comments and form submission, and summary of the booking; see Fig. 11.

5 EXPERIMENT #1: PREFERRED CONFIGURATIONS FOR LATERAL DISPLAYS

To understand users’ preferences for display configurations and slidable UIs, we conducted an experiment with the following null hypothesis:

\[ H_0: \text{There is no difference in user preference between the normal configuration (i.e., one primary screen only) and other configurations when E3SCREEN is deployed.} \]

5.1 Method

5.1.1 Participants. A total number of \( N=103 \) participants (34 female) aged between 15 and 65 years (\( M=28.9, \ SD=12.3, \ Mdn=24.0 \) years) were recruited via contact lists. Participants’ professional occupations included secretary, teacher, director, psychologist, self-employed, unemployed, retired, and students in Engineering, Law, Economics, Physiotherapy, Management, and Criminology. All the participants reported frequent use of computers and smartphones for various purposes, such as email (83.5%), social networks (68.9%), watching videos on YouTube (79.6%), web browsing (88.3%), document writing (78.6%), playing video games (31.1%), and reading online press (48.5%). About 75% of the participants were already using at least two displays (e.g., a laptop and a smartphone) on a regular basis. A percent of 62% of the participants was aware of the fact that using at least one additional screen could help increase their productivity in the workplace [24] and reduce workload [60]. A number of 94 participants (91%) were right-handed and 9 (9%) were left-handed. We assigned participants to four groups: students (29.1%), lower executive and administrative people (30.1%), senior executive up to top managers (17.5%), and the rest of the respondents that
declared themselves independent, retired, or unemployed. None of the participants was not familiar with the E3Screen prototype.

5.1.2 Apparatus. The prototype running on a Sony VAIO FIT E laptop was placed in the middle of a table in a meeting room so that the physical distance to the participant was between 18 and 24 inches (46 and 61 cm, respectively). The prototype was switched on, showing a typical Windows desktop with folders, shortcuts, and applications that could be launched.

5.1.3 Procedure and Task. After signing a consent form, filling in a socio-demographic questionnaire, and watching a demonstration video, participants were asked to propose seven display configurations corresponding to use cases for one user (i.e., the participants themselves) to seven users. Once ready, they demonstrated the configurations.

5.1.4 Experiment Design. Our study was a within-subjects design [10] with one independent variable, the number of users (from 1 to 7), for which display configurations were elicited. This design resulted in 103 participants × 7 configurations = 721 proposals.

5.2 Results

Fig. 12 shows the display configurations proposed by our participants in decreasing order of their frequency; see [66] for more details. The most frequent configuration for one user (45/103=44%) was the right panel deployed at an angle of 45°, since most users working alone deploy first the panel corresponding to their dominant hand; see the illustration 1 in the leftmost column of Fig. 12. When users need more screen space, the left panel is expanded at a similar angle (2 =39/103=38%). Flat configurations come afterwards: the right panel is first deployed (3 =7/103=5%) with the left one after (6 =3/103=3%) or both (4).

The most frequent configuration for two users (1 =71/103= 69% in the second column of Fig. 12) was the full flat followed by the lateral flat (right: 2 =11/103=11%; left: 7 = 2/103= 2%). Next came the “L-shaped” configuration (right: 3 =8/103=8%; left: 6 = 3/103=3%), the “U-shaped” (4 =4/103=4%), and the “triangle” configuration (5 =3/103=3%), respectively. At this stage of the experiment, a new configuration was suggested: the “remote triangle”, which arranges the three panels in a triangle,

---

The distance between the user and the screen should be of at least 3 inches (7.6 cm) and 25 inches (63.5 cm) according to the device control perspective [46]. Moreover, displays should not be positioned above 75° from the horizontal line of sight and at a maximum angle of 45°, according to [25, 46].
but positions the device towards the opposite side of the table with a connecting cable to the host computer. This configuration is added in green in Fig. 12.

The most frequent configuration for three users was the “triangle”, followed by “U-shaped.” Another possible configuration combines a right angle on one side and an obtuse angle on the opposite panel ($\frac{3}{10} = 10\%$ and $\frac{4}{10} = 6\%$). For four to seven users, the “triangle” was always the one configuration that was proposed by the participants.

Participants were also asked which configuration from the catalogue reproduced in Fig. 14 was preferable under specific situations that were presented to them as statements. To provide participants with a representative context, the slidable UI before and after expansion (Fig. 15 and 16) were demonstrated. Table 2 shows the most frequently selected configurations.

### 5.3 Design Considerations

Based on our results, we present design considerations for reconfigurable displays:

- **Deploy the panels to match the number of users or groups.** Participants opened displays depending on the amount of avatars, without any apparent need for deploying an extra display if the number of users did not require it. Exceptions occurred for less than two users.

---

**Fig. 13.** The state-transition diagram for the most preferred display configurations.

**Table 2.** Participants’ preferences for display configurations according to the task to perform.
• **Orient displays to match the partitioning of people around the table.** Participants oriented the displays towards the avatars they imagined sitting around the table with one display per user. The right angle and the triangle were the most preferred configuration for two and more than three users, respectively.

• **Prefer configurations with maximal exposure.** When the number of avatars was small, no particular constraint was imposed to the participants. However, when the number increased, thus posing constraints in terms of the physical space available to the users, participants switched to configurations maximizing the visual field of view for all the users, while also optimizing physical space. This aspect becomes significant for more than two users.

• **Prefer symmetrical configurations of displays.** The most frequently proposed configurations were symmetrical: the full flat screen for two users, followed by the “U-shaped” and the “triangle” for three users. Inverted configurations, such as the “L-shaped” on the right panel for right-handed users or on the left for left-handed users, also relate to symmetry.

• **Adjust the display orientation according to the degree of formality.** Two users that have a close relationship, e.g. collaborators, friends, relatives, can share a full flat configuration. When the relationship is more formal, the angle of the corresponding panel increases. Similarly, the “U-shaped” was considered less formal for three users in collaboration than the “V-shaped” with an obtuse angle. A wider angle indicates more formality between stakeholders, a more distant relationship, and/or a smaller degree of involvement in the collaboration.

• **Exploit the “remote triangle” for more users.** The “remote triangle” can support more formal configurations when many users are involved. The distance between the owner and the rest of the group reflects the potential degree of formality or prevents the rest of the group from interfering with the owner, e.g., during a collaboration scenario when a vendor delivers a presentation to multiple stakeholders simultaneously. When formality is not important, we found that some of the participants switched from grouping several “remote triangles” to a “star-shaped” one.

• **Support for deterritorialization and reterritorialization.** Reterritorialization is the restructuring of a space that has experienced deterritorialization before. While deterritorialization and reterritorialization co-exist, relative deterritorialization, which is always accompanied by reterritorialization, is distinguished from absolute deterritorialization, which gives rise to a permanent displacement. Configurable displays should support this phenomenon, e.g., by capturing operations performed to undo/redo them.
<table>
<thead>
<tr>
<th>Studied configuration</th>
<th>Screenshot of the display area before extending the content</th>
</tr>
</thead>
<tbody>
<tr>
<td>1)</td>
<td></td>
</tr>
<tr>
<td>2)</td>
<td></td>
</tr>
<tr>
<td>3)</td>
<td></td>
</tr>
<tr>
<td>4)</td>
<td></td>
</tr>
<tr>
<td>5)</td>
<td></td>
</tr>
<tr>
<td>6)</td>
<td></td>
</tr>
<tr>
<td>7)</td>
<td></td>
</tr>
</tbody>
</table>

Fig. 15. A selection of slidable user interfaces before expansion.
Fig. 16. A selection of slidable user interfaces after expansion.
6 EXPERIMENT #2: COMPARISON OF DESIGN ALTERNATIVES

To investigate the impact of the three design alternatives on perceived usability, we conducted a second experiment to evaluate the perceived ease of use of the layout automatically generated by SLIME in all the three major design alternatives. We are interested to the following null hypothesis:

\[ H_0: \text{There is no difference in usability between the three design alternatives for slidable configurations when E3SCREEN is deployed.} \]

6.1 Method

6.1.1 Participants. Our sample consisted of 15 participants (6 female and 9 male) aged between 30 and 82 years \((M=39.13, SD=18.90)\). None of the participants was engaged with the first experiment. Also, none of the participants was familiar with E3SCREEN. No compensation was offered.

6.1.2 Task and Stimuli. We used the two applications developed with SLIME for E3SCREEN: the online newspaper (see Section 4.2) and the car rental application (see Section 4.3). For each application, we considered the following three design alternatives:

1. **Bootstrap only.** A Bootstrap-based layout with three underlying techniques: automatic font scaling to maintain the physical size of the text under different screen configurations, automatic form elements scaling for labels, inputs, text areas, and screen divisions. Automatic media scaling was used to adjust the size and detail of pictures and videos.

2. **Masonry only.** We designed a Masonry-based layout that restructures its first-level regions and UI elements first vertically and then horizontally. Since all the individual UI elements are subject to this restructuring, this design is very versatile, but also changing a lot.

3. **Bootstrap and Masonry combined.** We designed a layout combining both approaches based on a unifying principle: when the viewport or the screen resolution increases after a screen has been expanded, all the UI elements are reordered with Masonry and their sizes increased proportionally with Bootstrap.

Participants were randomly assigned to one design alternative and application (e.g., Bootstrap and the online newspaper) and to its counterpart (e.g., Masonry for the car rental application), then randomly to the combination of techniques for both applications. Participants were encouraged to explore each design alternative and to expand the primary screen to the left and right with the corresponding panels of E3SCREEN. Overall, we had 15 participants \(\times 4\) configurations = 45 trials.

6.1.3 Procedure. Participants were given five minutes to discover SLIME and the E3SCREEN but without any interaction. The four trials were administrated per participant with a time limit of seven minutes, but each participant was free to stop the exploration before the time elapsed. After each trial, the IBM Computer System Usability Questionnaire (CSUQ) \([36]\) was filled. This questionnaire enables participants to report their perceived usability of the configuration through sixteen closed questions in the form of 7-point Likert scales \([37]\) (1=strongly disagree, 2=largely disagree, 3=disagree, 4=neutral, 5=agree, 6=largely agree, and 7=strongly agree). We appended the questionnaire with four statements related to the presentation guidelines \([4]\) of the design alternative, as follows: “I always know where I am and how to go wherever I want” (item 20), “Returns and exits are clear and visible” (item 21), “The address of the current page allows me to easily return” (item 22), and “The colors are chosen to allow readable information” (item 23).

6.1.4 Experiment Design. Our study was a between-subjects design counterbalanced for the first part and equivalent for the second \([10]\) with two independent variables:

- **APPLICATION**, nominal variable with two categories representing the SLIME-based applications: “online newspaper” and “car rental.”
• **Design alternative**, nominal variable with three categories representing the design alternatives “Bootstrap,” “Masonry,” and “Both.”

The dependent variables were:

- **System usefulness (SysUse)**: average of items 1 to 8.
- **Quality of the information (InfoQual)**: average of items 9 to 15.
- **Quality of the interaction (InterQual)**: average of items 16 to 18.
- **System quality (Overall)**: average of items 1 to 19.
- **Presentation**: average of items 20 to 23.
- **Mean**: average of all the items 1 to 23.

### 6.2 Results

Fig. 17 shows the dependent variables for the three design alternatives, per application and overall.

Regarding the on-line newspaper, since the distribution was not normal (Shapiro-Wilk tests $W_{Bootstrap}=86$, $W_{Masonry}=89$, and $W_{Both}=88$, $p<.05$), we employed Wilcoxon signed-rank tests for paired samples. We found a statistically significant difference in the ratings of the Bootstrap condition ($M=5.93$) with respect to Masonry ($M=5.40$, $T=2933$, $Z=8.76$, $p<.001$, $r=.34$) and between Both ($M=5.54$, $T=2371$, $Z=7.65$, $p<.001$, $r=.30$). The perceived order of usability—Bootstrap, Both, and Masonry—was confirmed for the car rental system as well. Participants perceived higher usability when interacting with the Bootstrap ($M=5.77$) than Both ($M=5.52$, $T=244$, $Z=8.45$, $p<.001$, $r=.32$) and Masonry ($M=5.34$, $T=196$, $Z=6.67$, $p<.001$, $r=.25$). While the Bootstrap condition was always superior, we observed a statistically significant difference between the on-line newspaper and the car rental ($U=50955$, $Z=2.49$, $p=.006$, $r=.09$). Overall, the on-line newspaper was preferred over the car rental application. The main reason was that the on-line newspaper was composed of related regions and subregions in a hierarchical decomposition, a design that was appreciated by participants, as opposed to the series of different and independent regions for the car rental application. For each application, the Bootstrap alternative received the best scores for both the IBM CSUQ and our metric for presentation. The green background color used for some news sections was perceived more distinctive than for the two other alternatives. The news ordering changes at every news opening, which can be perceived as largely disturbing [28], in particular when more space becomes available. Therefore, the stability of the Bootstrap version is assessed as more predictable and acceptable than in the ever-changing layout of the Masonry condition, even if this technique optimizes the screen real estate. In the Masonry condition, system usability (SysUse) decreased. The overall satisfaction (Overall) was the worst for Both and Masonry. The InfoQual and Presentation criteria of each version were not better than the rest.

### 7 EXPERIMENT #3: EVALUATION OF DISPLAY CONFIGURATIONS

To investigate the impact of the display configurations on task performance, we conducted a third experiment to test the impact of the layout generated by Slime on a visual search task. Our null hypothesis was:

\[ H_0: \text{There is no difference between the search time and the workload of a normal configuration (i.e., one screen only) and other configurations when E3Screen is deployed.} \]

#### 7.1 Method

**Participants.** Our sample consists of 10 participants (4 female and 6 male) aged between 21 and 54 years ($M=29.9$, $SD=10.75$). All participants were using computers daily. None of them was familiar with E3Screen. No compensation was offered.
7.1.2 Task. We considered the on-line newspaper application (see Section 4.2), for which we randomly selected fourteen articles from five typical news categories (“Seven days a week,” “Nationwide,” “Worldwide,” “Sport,” and “Showbiz;” see the Appendix B for screenshots), and created a base of 70 articles. Participants were instructed to perform a visual search task consisting of browsing the categories and their articles to find a randomly selected item. The process was repeated for the seven configurations of E3Screen from Fig. 15 for one user. Each configuration was randomly selected as well. Overall, we had 10 participants × 7 configurations = 70 trials.
7.1.3 **Apparatus and setup.** E3SCREEN was placed on a table in a quiet room with a whiteboard. Participants were provided with a comfortable chair in front of E3SCREEN. The two lateral panels of E3SCREEN were deployed to the initial UI before expansion is ensured by SLIME. When a randomly selected item was displayed on the whiteboard, SLIME was activated to expand the initial slidable UI into its final state depending on the configuration selected, thus triggering a stopwatch that recorded the time elapsed until the participant selected the item.

7.1.4 **Procedure.** Participants were given five minutes to discover SLIME and E3SCREEN. The seven trials were then administrated and timed. After completing the trials, the IBM Post-Study System Usability Questionnaire (PSSUQ) [35] and the NASA-TLX questionnaire [26] were filled in according to Casner and Brian’s [11] procedure and checked by the experimenter. The PSSUQ questionnaire is appended with an optional list of three positive and three negative aspects that a participant may want to report.

7.1.5 **Experiment design.** Since each participant was exposed to all seven configurations, our experiment was a within-subjects design [10] with the following independent variables:

- **Configuration**, nominal variable with seven conditions (C1 to C7), representing the seven configurations reproduced in Fig. 15 and C1 the control condition.
- **Item**, numerical variable with seventy conditions, 1 to 70, identifying the stimuli.

The dependent variables were:

- **Task completion time**, representing the time elapsed between the presentation of the item and its selection on E3SCREEN.
- **Task completion rate**, representing the percentage of correctly selected items on the first trial.
- **IBM PSSUQ scores** for each statement.
- **NASA-TLX scores**: the scores entered by each participant in the NASA-TLX application [50] regarding the various measures, *i.e.* physical demand, mental demand, temporal demand, performance, effort, and frustration.
7.2 Results

The task completion rate averaged for all the trials was 95.7% (67/70). Figure 18 depicts the distribution of task completion times for the seven configurations, with the first configuration serving as a control condition (no panel was deployed). This configuration had the largest task times (M=15.22s), the second largest standard deviation (SD=5.47s), and the second largest coefficient of variation (CV=35.97%). The fastest configurations were as follows: configuration 7 (M=8.95s, SD=2.69, CV=30.15%), configuration 4 (M=10.91s, SD=3.52, CV=32.29%), configuration 6 (M=11.47s, SD=5.64, CV=49.20%), configuration 5 (M=12.46s, SD=1.83, CV=14.70%), configuration 3 (M=13.46s, SD=4.61, CV=34.24%), and configuration 2 (M=13.66s, SD=4.13, CV=30.24%), respectively. Overall, the averaged task completion time with two panels (conditions 6 and 7, M=10.21s) was faster than the only one panel deployed (conditions 2 to 5, M=12.62s), which was faster than the control condition (condition 1, M=15.22s). This result suggests that the two laterally deployed panels reduce the task completion time with respect to one or the no panel conditions.

The average of all the conditions was M=12.30s. The highest-performing participants completed the task in about 7 seconds. We also noticed that participants preferred to extend the screen to their right while working on a configuration with just one added screen. Moreover, the angle difference (0°–45°) did not seem to affect performance. When comparing the average task time of the four configurations (featuring one extra display), we observe that there was not much difference between the second screen positioned to the left on the same plane and at 45° (13.7s and 13.5s, respectively). Nevertheless, there was a difference of 1.6 seconds between the two configurations with one screen on the right. In that case, the angle has an effect and the 0° had better performance than 45°. This result suggests that, among all possible configurations with one additional screen, users prefer to extend the screen to the right at the same angle as the primary screen. In conclusion, task completion times are not equivalent for all configurations.

Figure 19 shows the distribution of the answers provided by the participants to the IBM PSSUQ questionnaire. Only question 7 received a mean under the midpoint value. However, only four of the results were significantly higher than the midpoint value, suggesting that the answers for these conditions reflect a positive appreciation of usability, as follows: question 1 (t=3.207, df=9, p=.0107*), question 2 (t=4.811, df=9, p=.0010**), question 4 (t=3.087, df=9, p=.0130*), and question 5 (t=6.332, df=9, p=.0001***), respectively.

Figure 20 shows the averaged scores of the various dimensions of the NASA-TLX test. Based on [50], we computed an average score of 18.1/21 for the performance aspect, which represents a high value. Moreover, the smallest score was 15. This result means that all respondents considered that they were successful at completing the tasks. Furthermore, there was an average of 2.9 for the
mental demand. The other aspects, physical demand, temporal demand, effort, and frustration, also registered low average scores. Thus, we can conclude that the participants subjectively assessed the various tasks as having a moderate workload with small variations.

8 CONCLUSION

We revisited the notion of plasticity of user interfaces by refining it into inter-platform plasticity and intra-platform plasticity and considering the effect of reconfigurable displays. To this end, we introduced a model-based approach for addressing specific cases of plasticity, which we illustrated with the E3Screen device and two applications. Future work will consider more experiments to understand the cognitive load induced by these various display configurations as well as their effect on the visual field of view and, correspondingly, user performance, extending Tan et al.’s [61] results on dual-monitor systems towards flexible configurations involving three displays.
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A  EXAMPLES OF FREQUENT DISPLAY CONFIGURATIONS FOR E3SCREEN

Fig. 21 shows some examples of frequent configurations.

---

**Flat shape configuration**

**“V-shaped” configuration**

**“U-shaped” configuration**

---

Fig. 21. Examples of frequent display configurations.
B  STIMULI USED DURING THE THIRD EXPERIMENT

Fig. 22 to 27 show the five categories of articles used in the third experiment.

Fig. 22. Articles from the “Seven days a week” category.

Fig. 23. One article expanded in the “Seven days a week” category.
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Fig. 24. Articles from the “Nationwide” category.

Fig. 25. Articles from the “Worldwide” category.

Fig. 26. Articles from the “Sport” category.

Fig. 27. Articles from the “Showbiz” category.